

**Web Apps with Blazor and ASP.NET Core Web API**

**Course Number:** ASPNC-128
**Duration:** 3 days

**Overview**

Embrace the future of web development with Blazor, the framework that blends the power of .NET with the simplicity of the web. This Web Apps with Blazor and ASP.NET Core Web API training course teaches attendees how to master crafting modern, single-page applications with razor-sharp precision.

**Prerequisites**

Students need HTML, CSS, JavaScript, and C# programming experience.

**Materials**

All students receive comprehensive courseware covering all topics in the course. Courseware is distributed via GitHub in the form of documentations and extensive code samples. Students practice the topics covered through challenging hands-on lab exercises.

**Software Needed on Each Student PC**

Students will need a free, personal GitHub account to access the courseware and will also need to pre-install Visual Studio 2022. In addition, students will need permission to install NuGet Packages. If students are unable to configure a local environment, a cloud-based environment can be provided.

**Objectives**

* Understand Blazor's core concepts, history, and hosting models (Server, WebAssembly, Unified, Hybrid)
* Use WebAssembly and explore its compatibility and advantages over JavaScript and C#
* Build robust Razor components.
* Use form functionalities
* Understand Razor Component Pages
* Implement authentication, authorization, and auditing using best practices and new .NET 8 features
* Master new .NET 8 Render Modes
* Interact with REST APIs
* Understand JavaScript Interop, call JavaScript functions from C# (and vice versa), and organize JavaScript code
* Write unit tests for Blazor apps using xUnit and bUnit frameworks
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