

**Comprehensive Django Development**

**Course Number:** DGO-104
**Duration:** 5 days

**Overview**

Accelebrate's Comprehensive Django Development course teaches existing Python developers how to develop full-stack Web applications using the Django framework. Students learn the basics of creating simple models, views, and controllers, then move on to more advanced topics such as administration, session management, authentication, and automated testing.

**Note:**This course can be taught with Django 4.x or later on compatible versions of Python (as documented in the earliest release notes for your general Django release [1.11, 2.0, etc.] at <https://docs.djangoproject.com/en/2.0/releases/>).

**Prerequisites**

All students should have a working knowledge of Python, HTML5, and CSS.

**Materials**

All attendees receive comprehensive course materials covering all topics in the course.

**Software Needed on Each Student PC**

* Python 3.x installed (Anaconda bundle recommended)
* Django 1.x or 2.x framework
* Other Python modules installed
* Bootstrap framework
* A text editor or IDE (PyCharm Community Edition is an excellent free editor if you don’t have a strong preference)

**Objectives**

* Develop web sites based on content stored in a relational database management system
* Understand the model view controller (MVC) pattern and how it is implemented in Django
* Create Django templates for easy-to-modify views
* Map views to URLs
* Take advantage of the built-in Admin interface
* Provide HTML form processing
* Integrate automated tests with your code
* Take advantage of the built-in Admin interface
* Extend the template system
* Perform advanced database queries
* Implement documentation with Sphinx
* Create testable, reusable apps
* Migrate data
* Provide a RESTful interface to Django models
* Build responsive web applications that adapt dynamically to clients ranging from desktop computers with large screens to tablets and phones
* Cache requests to improve throughput
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