

**Introduction to Bazel**

**Course Number:** BZL-100
**Duration:** 1 day

**Overview**

[Bazel](https://bazel.build/) is an open-source variant of Blaze, Google’s powerful internal build tool. Is this tool right for your organization?

Accelebrate's Introduction to Bazel training explores the benefits, use cases, and fundamental concepts of Bazel using concrete Java-based of Bazel’s syntax and functionality. The class also introduces Bazel's advanced features, including remote caching and execution. After taking this class, students are able to implement this versatile, polyglot build tool in their projects.

**Prerequisites**

* User-level experience with build system concept and tools
* A basic understanding of the Java programming language
* Hands-on experience with common Java frameworks and dependencies

**Materials**

All attendees receive a copy of the instructor’s presentation and related code.

**Software Needed on Each Student PC**

* An installation of Bazelisk ([instructions](https://github.com/bazelbuild/bazelisk))
* An existing GitHub account ([instructions](https://docs.github.com/en/get-started/signing-up-for-github/signing-up-for-a-new-github-account))
* An installation of OpenJDK 11 ([instructions](https://openjdk.java.net/install/))

**Objectives**

* Understand basic Bazel concepts
* Automate typical tasks of a Java project
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