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**Overview**

[Blazor](https://dotnet.microsoft.com/apps/aspnet/web-apps/blazor) Server is a .NET web technology for hosting applications that appear to be traditional single-page applications (SPAs), but actually run on the server, enabling traditional Microsoft authentication/authorization schemes. Users get the SPA experience, while developers avoid writing JavaScript and focus on traditional server-side C# implementation.

In this Comprehensive Blazor Server training course, attendees learn how to use C# programming to build UI apps that leverage the same component-based patterns popularized by libraries such as Angular and React. Students learn how to reduce dependence on JavaScript UI libraries and frameworks, using JavaScript only when needed and not as the primary basis of their client-side applications. In addition, attendees learn how to consume data sources and perform authentication and authorization.

**Prerequisites**

All students must have:

* C# programming experience
* HTML, CSS, and JavaScript development experience
* ASP.NET Core experience

**Materials**

All Blazor Server training students receive courseware covering the topics in the class.

**Software Needed on Each Student PC**

* Windows 10 or later with at least 8 GB RAM
* Visual Studio 2019 or later with the latest update
* .NET 5 or later SDK
* LocalDB or another version of SQL Server
* Additional lab files that Accelebrate provides

**Objectives**

* Understand the Blazor platform
* Build UIs with components
* Utilize data binding and event handling
* Compose components
* Use a 3rd party component library
* Build Blazor pages and configure routing
* Deploy a Blazor Server application to production
* Consume server data
* Handle authentication and authorization
* Unit test Blazor apps
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