

**Comprehensive Flutter**

**Course Number:** FLTR-104
**Duration:** 5 days

**Overview**

Accelebrate’s Comprehensive Flutter training teaches the hands-on programming skills needed to successfully build basic and robust Flutter applications. Attendees start out by learning how to use the Dart programming language, debug Flutter, create custom widgets, layout a screen, and respond to gestures. Then students take a deeper dive into more advanced skills including how to implement responsive design, style widgets, manage state, make RESTful API calls with HTTP/HTTPS, and more.

**Prerequisites**

Experience in another object-oriented programming language like Java, C#, or C++.

**Materials**

All Flutter training attendees receive comprehensive courseware.

**Software Needed on Each Student PC**

* Google Chrome
* Other modern browsers as desired
* IDE/development environment of your choice
* Other free software and lab files that Accelebrate would specify

**Objectives**

* Write a cross-platform app that will run on any of the 5 billion iOS/Android cell phones in the world, as well as in browser and desktop environments
* Develop and debug Flutter apps
* Leverage the elegance of the Dart programming language in Flutter apps
* Apply themes and styles
* Write custom widgets
* Respond to gestures like taps, swipes, and pinches
* Precisely control the layout of apps in a responsive way
* Handle form data entry from users
* Make multiscreen apps with navigation, menus, and tabs
* Use Flutter to read and write data from an online RESTful API
* Find and include 3rd party libraries
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