

**Full Stack Web Programming with Blazor WebAssembly and ASP.NET Core Web API**

**Course Number:** ASPNC-112
**Duration:** 5 days

**Overview**

This Full Stack Web Programming with Blazor WebAssembly and ASP.NET Core Web API training teaches you how to build UI apps using the same component-based patterns popularized by libraries such as Angular and React, but with C#. Attendees also learn server-side coding using ASP.NET Core Web APIs and SignalR to provide data for their Blazor WebAssembly applications.

**Prerequisites**

* C# programming experience
* HTML, CSS, and JavaScript development experience

**Materials**

All Blazor training students receive comprehensive courseware.

**Software Needed on Each Student PC**

* Windows 10 or later with at least 8 GB RAM
* Visual Studio 2019 or later
* .NET Core 3.1 or later SDK
* LocalDB or another version of SQL Server
* Postman application
* Additional lab files that Accelebrate provides

**Objectives**

* Understand the Blazor platform
* Build UIs with components
* Utilize data binding and event handling
* Compose components
* Build Blazor pages and configure routing
* Deploy a Blazor WebAssembly application to production
* Consume Server Data via REST APIs and SignalR (WebSockets)
* Unit test Blazor apps
* Unit test server-side code
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