

**Rust for C# Developers**

**Course Number:** RUST-112
**Duration:** 5 days

**Overview**

This Rust training course gives C# developers a smooth transition from C# to Rust by leveraging their existing object-oriented programming knowledge. Participants learn how to use Rust's innovative features, including its ownership model, memory safety, and fine-grained control over system resources.

**Prerequisites**

All students must be proficient in Python programming.

**Materials**

All students receive comprehensive courseware covering all topics in the course. Courseware is distributed via GitHub through documentation and extensive code samples.

**Software Needed on Each Student PC**

* A free, personal GitHub account to access the courseware
* Permission to install Rust and Visual Studio Code on their computers
* Permission to install Rust Crates and Visual Studio Extensions

If students cannot configure a local environment, a cloud-based environment can be provided.

**Objectives**

* Understand the Rust philosophy
* Set up and navigate the Rust environment
* Explore Rust within the context of C#
* Understand basic Rust syntax and semantics
* Use control flow and logic
* Understand ownership and borrowing concepts
* Use tuples, enums, structs, and vectors
* Employ pattern matching
* Implement Rust’s concurrency model
* Create custom macros
* Write Rust tests
* Create documentation with Rustdoc
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