

**Introduction to Rust Programming**

**Course Number:** RUST-102
**Duration:** 3 days

**Overview**

This Introduction to Rust training course gives attendees a foundational understanding of the Rust programming language. Participants learn Rust fundamentals, including how to create custom data structures, work with pattern matching, and master modern features. This Rust course is appropriate for both beginners and experienced software developers.

**Prerequisites**

* Software development experience; this course is not a general introduction to programming.
* Basic understanding of programming concepts such as variables, expressions, functions, and control flow.

**Materials**

All Rust training students receive comprehensive courseware covering all topics in the course. Courseware is distributed via GitHub through documentation and extensive code samples.

**Software Needed on Each Student PC**

A complete, remote virtual environment is provided for training and is accessible via the Internet from any modern web browser.

**Objectives**

* Understand the Rust philosophy
* Set up and navigate the Rust environment
* Grasp basic Rust syntax and semantics
* Learn control flow and logic
* Learn ownership and borrowing concepts
* Utilize tuples, enums, structs, and vectors
* Use pattern matching
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