

**Snowflake SQL**

**Course Number:** SQL-700
**Duration:** 3 days

**Overview**

Snowflake is a popular data warehouse platform that supports SQL. In this Snowflake SQL training course, attendees will greatly expand their ability to query Snowflake using SQL.

**Prerequisites**

The default 3-day length of this class presumes that attendees have prior SQL SELECT experience and that at least the first two chapters will be review.  If your group is new to writing SQL queries, we recommend that we expand the class to 4 days.

**Materials**

All students receive comprehensive courseware.

**Software Needed on Each Student PC**

All attendees will need access to a Snowflake SQL environment with Accelebrate’s sample data loaded.

**Objectives**

* Work with the Snowflake database to run SQL statements, retrieve advanced analytics, and create graphs and charts
* Learn a wide variety of Snowflake analytics
* Use advanced Order By methods to sort the answer sets retrieved
* Fully understand and use Joins and Subqueries
* Interrogate the data using Case, Coalesce, and Decode
* Be able to fully use all of the different Snowflake temporary options
* Create tables and views on the Snowflake system
* Utilize the many different Snowflake date functions
* Use Aggregation and advanced Aggregation techniques
* Handle and manipulate Strings
* Learn and write SQL for advanced Statistical Aggregate Functions
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